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Abstract 

 
Maintenance of software systems is becoming major concern for software 
developers and users. In software projects/products, where software 
changes/updates are frequently required to improve software quality, 
maintainability is an important characteristic of ISO 9126 quality standard to 
evaluate. Analyzability, changeability, stability, and testability are sub 
attributes/characteristics of maintainability in ISO 9126. In this paper, 
changeability is measured by making changes at code level of an Aspect-
Oriented (AO) system. The approach taken to evaluate the changeability of an 
AO system is to compute the impact of changes made to modules of the system. 
Some projects1 in aspect-oriented programming (AOP) language, AspectJ, have 
been taken for testing. The results suggest that the AO system can easily absorb 
changes and AO design metrics can be used as indicators of changeability as 
well as of maintainability. The results also suggest that a code level change in 
AO systems not always cause less change impact to other modules than a code 
level change in Object-Oriented (OO) systems. 
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1
Original three different projects were developed using object-oriented programming language Java/Servlets for a 

university with logging facility, chat facility, student result, etc. These projects are having 129 classes. Same projects are 
re-engineered to aspect-oriented programming using AspectJ. AO projects are with 149 modules (classes and aspects). 
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1. INTRODUCTION 

Software quality refers to the conformance of the product to explicitly state functional and 
performance requirements, documented development standards, and implicit characteristics. 
Quality of software project/product is characterized by certain attributes, which are highlighted by 
ISO standards. An example of such standard is ISO 9126. 
 
ISO 9126 is a standard that provides a generic definition of software quality, in terms of six main 
desirable characteristics:  functionality, maintainability, usability, efficiency, reliability, and 
portability [1, 2]. Extensive studies have shown that maintenance is one of the major cost 
concerns, as a matter of fact; a growing cost concern [3]. Maintainability has further four sub 
attributes, analyzability, changeability, stability, and testability. Out of these, changeability is the 
most significant from the point of view of organizations, as most organizations use software, 
developed by other organization(s). It need not bother about any other attribute, except 
changeability. When we make changes in a program at various levels, such as design, code, and 
architecture and so on, then how do these affect the quality of the software?  Carrying out the 
impact analysis based on the various changes made can evaluate this. 
Maintainability of a software system depends on its design [4], which depends on the software 
design approach that one uses. Salient design approaches are: Module-Oriented (MO), OO, and 
AO [5, 6]. MO and OO paradigms have been used quite commonly and well-accepted in industry. 
Each has its own limitations and range of applicability. One of the major constraints has been the 
spread of concerns over various modules/classes (cross-cutting concerns). This leads to program 
codes, which are difficult to maintain and understand [7]. 
Aspect-Oriented Programming (AOP) is a new approach for separating concerns into units called 
aspects. An aspect is a modular unit of crosscutting concern implementation. It encapsulates 
behaviors that affect multiple classes into reusable modules [8, 9]. We implement AOP by OO 
language (e.g. Java), and then we deal separately with crosscutting concerns in our code by 
implementing aspects. Finally, both the code and aspects are combined into a final executable 
form using an aspect weaver. As a result, a single aspect can contribute to the implementation of 
a number of methods, modules, or objects, increasing both reusability and maintainability of the 
code. The original code need not know about any functionality of the aspect that has been added, 
it needs only to be recompiled with the aspect to regain the original functionality. It is being 
argued that AOP will lead to better quality software. 
 
Most research work on change impact assessment has been carried out on MO and OO software 
[10, 11, 12, 13, 14], whereas AO approach has not been studied to that extent. Zhao [15] did 
some work in this area based on program slicing technique, but has not applied to realistic 
systems. Avadhesh et, al.[16] have measured changeability characteristics only for operation 
signature change, not for other members of the module and changes at system level. We have 
explored this problem incorporating code–level changes for all types of members inside module 
as well as at system level of AOP. Our technique to assess change impact for AO systems is 
different. We have used new terminologies for class(s) and aspect(s)  as modules and for 
method(s) of class and advice(s)/introduction(s) of aspect as operations. A change in access 
scope, data types, operation signature etc. will impact other modules. We evaluated change 
impact on modules occurred due to a syntax change in code. We have taken projects developed 
in AspectJ, as a case study. 

2. RELATED WORK 

Characterization of design is mostly done through metrics. According to Rombach, architecture is 
more influencing than algorithmic design on maintainability [17]. For AO design, many design 
metrics has been proposed and published. Ceccato and Tonella [18] have proposed metrics, 
which include ten different metrics for AOP: Weighted Operations in Module (WOM), Depth of 
Inheritance Tree (DIT), Number of Children (NOC), Coupling on Advice Execution (CAE), 
Coupling on Intercepted Modules (CIM), Coupling on Method Call (CMC), Coupling on Field 
Access (CFA), Response for a Module (RFM), Lack of Cohesion in Operations (LCO) and 
Crosscutting Degree of an Aspect (CDA). Zakaria and Hosny [19], proposed the effects of AO on 
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the C&K metric suite, which are: Weighted Methods per Class (WMC), Depth of Inheritance Tree 
(DIT), Number of Children (NOC), Lack of Cohesion in Methods (LCOM), Coupling Between 
Objects (CBO), and Response For a Class (RFC). Zhao [20] has defined another set of 
complexity metrics in terms of program dependence relations to measure the complexity of an 
aspect-oriented program from various viewpoints. Once the dependence graph of aspect-oriented 
program is constructed, the metrics can be easily computed in terms of dependence graph. 
According to Zhao, following are some salient metrics type designed to measure complexity from 
various viewpoints:  

Module-Level Metrics: Module-level metrics are designed based on advice dependence 
graph (ADG), Introduction dependence graph (IDG) and method dependence graph (MDG). 

 Aspect-Level Metrics: Aspect level metrics can be defined for an individual aspect 
based on its aspect inter-procedural dependence graph (AIDG).  

System-Level Metrics: System-level metrics can be defined at the whole system level 
based on aspect-oriented system dependence graph (ASDG). 
 
Li and Offut [21] proposed algorithms for calculating the complete impact of changes made in a 
given class. They explored the effects of encapsulation, inheritance, and polymorphism. Hsia et al 
[22] studied the effect of architecture on maintainability. They measured maintainability and its 
relationship to architecture, especially broadness of the architecture trees. As a result, they found, 
that maintainability is better for systems with broader trees. Chaumun et al [23]’s change impact 
model for changeability assessment in object-oriented software systems is applied to programs in 
C++. In this work, for each of the possible changes identified in C++, the impact is calculated so 
that necessary actions may be taken to ensure a successful system compilation after change 
implementation. 
 
Jingyue Li et al [24] have studied how AOP eases the adding and replacing the components in 
COTS-based development. When adding or replacing a COTS component, the main benefit of 
using AOP in a COTS-based system is that fewer classes need to be changed that using Object-
Oriented Programming (OOP). However, using AOP does not ensure that less Lines Of Code 
(LOC) need to be modified when adding or replacing COTS components. It depends on whether 
the crosscutting concerns in the glue-code are homogeneous. Using AOP when crosscutting 
concerns are heterogeneous may not be benificial. 

3. ASPECTJ 

AspectJ [25] is simple general-purpose extension to Java that provides, through the definition of 
new constructors, support for modular implementation of crosscutting concerns. It enables plug-
and-play implementations of crosscutting concerns [26]. AspectJ has been successfully used for 
modularizing the crosscutting concerns such as synchronization, consistency checking, protocol 
management and others. AspectJ supports the definition of aspects’ join points, pointcuts, advice 
and introduction [27]. 

Join points: Join points represent well-defined points in a program's execution. Typical join 
points in AspectJ include method calls, access to class members, and the execution of exception 
handler blocks. Join points may contain other join points. For example, one method call may 
result in several other method calls before it returns. 

 Pointcuts: Pointcut is a language construct that picks out a set of join points based on 
defined criteria. The criteria can be explicit function names, or function names specified by 
wildcards. 

Advice: Advice is code that executes before, after, or around a join point. You define advice 
relative to a pointcut, saying something like "run this code before every method call I want to log." 
Introduction: introduction allows aspects to modify the static structure of a program. Using 
introduction, aspects can add new methods and variables to a class, declare that a class 
implements an interface, or convert checked to unchecked exceptions.  
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4. CHANGE IMPACT ANALYSIS 

Change impact analysis is the task through which the programmers can assess the extent of the 
change, i.e. the software component that will impact the change, or be impacted by the change. 
Change impact analysis provides techniques to address the problem by identifying the likely 
ripple effect of software changes and using this information to re-engineer the software system 
design [28]. 
 
From the viewpoint of separation of concerns in software development, change impact analysis 
can be performed at many levels of software systems during software evolution, at the 
specification level, design level, architecture level, code level etc. Our work is focused on code 
level change impact for AOP and the language for this work we have chosen is AspectJ. 
 
4.1 Code Level Changes in AspectJ 

Following are possible code level changes in AspectJ: 
4.1.1      System level change 

• Add super module 

• Delete super module 

• Add sub module 

• Delete sub module 

• Add a module reference 

• Delete a module reference 

• Add an aggregated module 

• Delete an aggregated module 

4.1.2 Module level change 

• Add member  
• Delete member 
• Define/Redefine member 
• Change member 

o Change member access 
scope 

o Change operation signature 
o Change data member 
o Operation implementation 

change 
• Change pointcut 

o Add pointcut 
o Delete pointcut 
o Signature change of a 

pointcut 
 

With a single change, we are interested in knowing which other parts (operations) in the rest of 
the system will be affected by this change. A specific part may be affected, in case it is 
‘connected’ to the changed component via some link(s) between them. Following are four types 
of links: 

 
Association (S): One module is referencing data variables of another module. 
Aggregation (G): It is established between two modules when a module definition is based on 
objects of another module. 
Inheritance (H): inheritance between two modules means that the derived module can benefit 
from whatever has already been defined in the base module. 
Invocation (I): When operations defined in one module are being invoked by operations in 
another module. 
We have also considered for impact with in the changed module itself. This type link could be 
represented as ‘Local’ (L) link. 

 
4.2 Change impact evaluation 
Module change impact is a numeric value used to express the impact level of one module to 
others. It considers the factor of contaminates type and relationships among impacted module. 
For example consider a change in the scope of an attribute from public to default. Modules, which 
are accessing this attribute from different package, will be impacted but modules, which are 
accessing from the same package, will not. Similarly, a change in the signature of a pointcut in 
any module will impact all those modules, which have a join point with matching signature of 
pointcut. And modules having advice for this pointcut will not be impacted. Adding a new advice, 
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for which there are no join points, will cause no impact to any of the modules and change impact 
will be zero. 
 
At this point, we are emphasizing on the type of impact and we are looking for some code level in 
AspectJ systems. A given change is characterized by a transformation of the code somewhere in 
the system. If the system is successfully re-compiled, then there is no impact. Otherwise, we are 
faced with an impact, i.e., code modifications that must be done elsewhere in the system to 
obtain a syntactically correct code that will re-compile. Semantic issues relating to the code 
transformation are overlooked at this point because they cannot be inferred from the source code 
alone. For example, if a variable is added but not used later, we may feel that this addition is 
useless. But, from a syntactic point of view, we are indeed certain that the system will stand good 
after re-compiling. Furthermore, since our focus is only on system compilation after a change, the 
appropriate measures we have to apply are based on impact that is only dependent on the static 
nature of the source code. 
 
To calculate the impact of each identified change, a truth table is set up for that change with the 
five links appearing in section 4.1. For each row, representing one configuration of these five 
links, we investigate whether there is impact or not, and the row is marked accordingly. In some 
cases, it may happen that the state underlying the row cannot exist, and the row is left unmarked. 
For example, when there is a change in the return type of an abstract method, the rows in which 
G or I appear cannot be investigated since neither the abstract class can be instantiated as an 
object (G) nor the abstract method can be invoked (I). For each row, the appropriate Boolean 
expression is derived and reduced, if possible, and the term “L” is appended if there is local 
impact. For example, the change impact formulae for a change to each component type are as 
follows: (i) Impact (Attribute deletion) = S+L, means impacted modules will be modules 
associated with attribute or local impact (ii) Impact (operation scope change from public to 
protected) = IH’, means impacted modules will be the modules invoking this operation and not 
inherited modules from the module having this operation. (iii) Impact (Class deletion) = H+G+S+I, 
means impacted modules will be inherited or aggregated or associated or due to invocation. 
 
In this paper, we have considered changes at system level as well as at module level. The 
primary goal of the experiment is to analyze empirically whether an AO design metric has any 
relationship with the impact of a change for the test system. The change considered is the 
operation signature change; the Boolean expression of its impact is I, meaning there is impact in 
modules where the operation is invoked. The impact is calculated for the operation signature 
change on every operation defined in a targeted module, summed for all the operations defined in 
that module, and divided by the number of operations of that module. We will call this average 
value “change- impact” of the module. The metric chosen to correlate is the WOM metric, which 
in our experiment, is equal to the number of operations defined in a module. 

5. AOP CHANGE IMPACT: A CASE STUDY 

5.1 System tested 
AOP projects that we have taken for testing, having 149 modules, are re-engineered using 
AspectJ, which originally were university projects developed using Java/Servlets having 129 
modules. We extracted the Ceccato and Tonella metrics [15] with the help of the tool developed 
and provided by Ceccato and Tonella, for AOP metrics, which computes all the proposed 
measures for code written in the AspectJ language. The tool exploits a static analyzer developed 
in TXL [29]. The descriptive statistics of the metrics distribution is given in table-I. Waited 
Operations per Module (WOM) metric refers to the sum of the complexities of all the operations 
defined in a module. We have assumed operation complexity to be one for all the operations or 
we can say WOM have been taken as Number of Operations per Module (NOM).  
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Table-I: Summary of AOP metrics for the tested systems 

 Min Max Mean Median Std. Dev. 

WOM 0.0 17.0 3.2 2.0 0.33 
DIT 0.0 2.0    0.36 0.0 0.048 
NOC 0.0 26.0 0.31 0.0 0.25 
CAE 0.0 3.0 0.45 0.0 0.046 
CIM 0.0 1.0 0.34 0.0 0.046 
CMC 0.0 6.0 1.39 1.0 0.144 
CFA 0.0 3.0 0.22 0.0 0.592 
RFM 0.0 4.0 1.06 1.0 1.131 
LCO 0.0 7.0 1.04 1.0 0.56 
CDA 0.0 39.0 1.0 0.0 0.381 

                                                                                                                                 Table-I cont.. 

We have categorized 149 modules in three groups.  
• Group 1: Modules contain 1 to 2 operations (51 modules). 
• Group 2: Modules contain 3 to 7 operations (62 modules). 
• Group 3: Modules contain at least 8 operations (36 modules). 
 

In our sample projects, Inheritance level is not too high. It is maximum 3 and average inheritance 
level is less than 1. Average numbers of operations per module are 3.2, which indicates, proper 
decomposition has been taken care. 
 
We have tested 44 modules from Group 1, 40 modules from Group 2, and 20 modules from 
group 3 randomly. Most of the changes performed are at module level and few changes are at 
system level. Total numbers of tested modules that we have performed randomly in this case 
study are 104. On these 104 tested modules, we have evaluated change impact. 
 
5.2  Impact Results 
In all 104 tested modules, the change impact numeric value is given in fig. 1. Minimum change 
impact is 0.0 and maximum is 7.50.  Average change- impact with a single change is 0.77 for all 
three projects. Table-II summarized descriptive statistics of the impact results for the modules. 
The mean value of module impact increases from group 1 to group 3. In group 1, majority of the 
programs are with aj extension (Aspects) and in group 3, majority of the programs are with java 
extension (classes). We have calculated statistically values like mean, median and standard 
deviation of the change impact values for the modules.  

Table-II: Descriptive statistics of the impact results for the three groups 

 Group1 
(1-2 operations) 

Group2 
(3-7 operations) 

Group3 
(7+ operations) 

Total Module Present 51 62 36 
Total Module Tested 44 40 20 
Impact Module Module Module 
Min 0.00 0.00 0.50 
Max 7.50 3.00 5.33 
Mean 0.53 0.64 1.56 

Median 0.00 0.00 1.50 
Std.Dev. 0.20 0.13 0.28 

 
We have also evaluated correlation factor between metric WOM and change impact, which is 
0.41. 

 
Similarly we tested original OO projects, which were developed with Java/Servlets. Out of 129 
modules (classes), we tested 104 modules randomly and evaluated average change impact as a 
whole for all three projects, and it was found to be 0.87. We also separated above change impact 
data project wise and evaluated average value of change impact for OO and AO systems. 
Descriptive statistics of the average impact results for the three projects are given in table-III. In 
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OO systems, project 1, project 2 and project 3 are with 29, 64 and 36 classes respectively and 
out of these 20, 52 and 32 classes are tested .In AO systems, project 1, project 2 and project 3 
are with 34, 72 and 43 modules respectively and tested modules are same as in OO systems i.e. 
20, 52 and 32 respectively. 
 

Table-III: Descriptive statistics of the impact results for the three projects 

 Project 1 
(20 modules tested) 

Project 2 
(52 modules tested) 

Project 3  
(32 modules tested) 

 OO AO OO AO OO AO 
Average change 
impact  

0.89 0.75 0.76 0.81 0.91 0.78 

 

6. RESULTS 

Interpretation of the result is as follows: 
I. Since mean value of change impact is 0.77 for whole systems which is less than 1, which 

means a single change at code level will impact, on average, not more than one module. 
II. Mean value of change impact increases from group 1 to group 3 that means change impact 

increases with increase in number of operations in the module i.e. in AO systems, if number 
of operations per module are increasing then such systems’ maintainability will increase. 
Thus such systems are required to decompose properly. 

III. Average change impact in AO systems is less than the average change impact in OO 
systems as a whole that means AO systems are easily maintainable than OO systems. But 
when we evaluated it project wise, we found that in project 2, OO system mean change 
impact is less than that of AO system, that means a code level change in AO systems not 
always cause less change impact to other modules than a code level change in OO system 
or in other words in some cases OO system is easily maintainable than AO system. This 
empirical result may be because of aspect mining has not been taken care properly. 

IV. Correlation factor with change impact and WOM is found to be 0.41, which is not too high, 
which means there is not too strong relationship between WOM and change impact. So, 
WOM metric can be used as an indicator for changeability analysis, but not too strong 
indicator for changeability characteristic. 

7. CONSLUSION & FUTURE WORK 

In this paper, we measured the changeability characteristic of AO software projects. We 
evaluated the change impact with real system. Projects that we have considered for testing are 
AspectJ projects. The change impact is evaluated for each of the possible code level changes so 
that required changes should be made to ensure a successful system compilation after change 
implementation. 
 
Result shows that a single change at code level will cause impact to other modules.On an 
average change impact value is less than one; this implies that not more than one module is 
impacted with a single change or we can say a change is easily absorbable in AO system. By 
increasing in WOM metric value, change impact is also increasing. It indicates that with increase 
in WOM value, will cause increase in maintainability. Correlation factor between WOM and 
change impact is found to be 0.41, which is week. It indicates that WOM can be used as an 
indicator for changeability or maintainability but not as a strong indicator. 
 
Average change impact in AO system was found less than that in OO system, which suggests 
that AO system can absorb more changes compare to OO system. In other words, AOP are 
easily maintainable than OOP. But if at the time of reengineering OO system to AO system, 
concerns which are not crosscutting, are mined to aspect, may cause resultant system more 
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complex. In such cases AO systems maintainability will be more difficult than that of OO systems. 
In future, this technique may be used to compare maintainability of different AO Systems. 
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